Core OOP Principles - Encapsulation - Practice Problem - Any Four (3;4;6;7 done)

# 🛠 PRACTICE PROBLEM 1: Access Modifiers - The Four Levels of Security

## Understanding private, default, protected, public modifiers

// File: AccessModifierDemo.java

package com.company.security;

public class AccessModifierDemo {

// TODO: Create four different fields with different access modifiers:

// - privateField (int) - only accessible within this class

// - defaultField (String) - accessible within same package

// - protectedField (double) - accessible in package + subclasses

// - publicField (boolean) - accessible everywhere

// TODO: Create four methods with matching access levels:

// - privateMethod() - prints "Private method called"

// - defaultMethod() - prints "Default method called"

// - protectedMethod() - prints "Protected method called"

// - publicMethod() - prints "Public method called"

// TODO: Create a constructor that initializes all fields

// TODO: Create a public method testInternalAccess() that:

// - Accesses and prints all four fields

// - Calls all four methods

// - Demonstrates that private members are accessible within same class

public static void main(String[] args) {

// TODO: Create an AccessModifierDemo object

// TODO: Try to access each field and method

// TODO: Document in comments which ones work and which cause errors

// TODO: Call testInternalAccess() to show internal accessibility

}

}

// TODO: Create a second class in the SAME package:

class SamePackageTest {

public static void testAccess() {

// TODO: Create AccessModifierDemo object

// TODO: Try accessing each field and method

// TODO: Document which access modifiers work within same package

}

}

# 🛠 PRACTICE PROBLEM 2: Cross-Package Visibility Rules

## Testing access modifiers across different packages

// File: com/company/main/PackageTestMain.java

package com.company.main;

// TODO: Import the AccessModifierDemo class from com.company.security

public class PackageTestMain {

public static void main(String[] args) {

// TODO: Create AccessModifierDemo object

// TODO: Attempt to access each field and method

// TODO: Document which access modifiers work across packages

// TODO: Explain why certain accesses fail

}

}

// TODO: Create a subclass in different package:

// File: com/company/extended/ExtendedDemo.

package com.company.extended;

// TODO: Import AccessModifierDemo

// TODO: Create class ExtendedDemo that extends AccessModifierDemo

public class ExtendedDemo extends AccessModifierDemo {

// TODO: Create constructor that calls super constructor

public void testInheritedAccess() {

// TODO: Try accessing inherited fields with different modifiers

// TODO: Try calling inherited methods with different modifiers

// TODO: Document which protected members are accessible

// TODO: Show that private members are NOT inherited

}

// TODO: Override protected method from parent class

public static void main(String[] args) {

// TODO: Test inheritance access rules

// TODO: Create both parent and child objects

// TODO: Compare what each can access

}

}

# 🛠 PRACTICE PROBLEM 3: Data Hiding Mastery

## Implementing proper encapsulation with private fields and public methods

public class SecureBankAccount {

// TODO: Create private fields that should NEVER be accessed directly:

// - accountNumber (String) - read-only after creation

// - balance (double) - only modified through controlled methods

// - pin (int) - write-only for security

// - isLocked (boolean) - internal security state

// - failedAttempts (int) - internal security counter

// TODO: Create private constants:

// - MAX\_FAILED\_ATTEMPTS (int) = 3

// - MIN\_BALANCE (double) = 0.0

// TODO: Create constructor that takes accountNumber and initial balance

// TODO: Initialize pin to 0 (must be set separately)

// TODO: Create PUBLIC methods for controlled access:

// Account Info Methods:

// - getAccountNumber() - returns account number

// - getBalance() - returns current balance (only if not locked)

// - isAccountLocked() - returns lock status

// Security Methods:

// - setPin(int oldPin, int newPin) - changes PIN if old PIN correct

// - validatePin(int enteredPin) - checks PIN, handles failed attempts

// - unlockAccount(int correctPin) - unlocks if PIN correct

// Transaction Methods:

// - deposit(double amount, int pin) - adds money if PIN valid

// - withdraw(double amount, int pin) - removes money if PIN valid and sufficient funds

// - transfer(SecureBankAccount target, double amount, int pin) - transfers between accounts

// TODO: Create private helper methods:

// - lockAccount() - sets isLocked to true

// - resetFailedAttempts() - resets counter to 0

// - incrementFailedAttempts() - increases counter, locks if needed

public static void main(String[] args) {

// TODO: Create two SecureBankAccount objects

// TODO: Try to access private fields directly (should fail)

// TODO: Demonstrate proper usage through public methods:

// - Set PINs for both accounts

// - Make deposits and withdrawals

// - Show security features (account locking)

// - Transfer money between accounts

// TODO: Attempt security breaches:

|  |  |  |
| --- | --- | --- |
|  | *//*  *//*  *//* | * *Wrong PIN multiple times* * *Withdrawing more than balance* * *Operating on locked account* |
| }  } |  |  |

# public class SecureBankAccount {

# private String accountNumber;

# private double balance;

# private int pin;

# private boolean isLocked;

# private int failedAttempts;

# private static final int MAX\_FAILED\_ATTEMPTS = 3;

# public SecureBankAccount(String accountNumber, double initialBalance) {

# this.accountNumber = accountNumber;

# this.balance = initialBalance;

# }

# public String getAccountNumber() { return accountNumber; }

# public double getBalance() { return isLocked ? -1 : balance; }

# public boolean isAccountLocked() { return isLocked; }

# public boolean setPin(int oldPin, int newPin) {

# if (this.pin == oldPin) {

# this.pin = newPin;

# return true;

# }

# return false;

# }

# public boolean validatePin(int enteredPin) {

# if (enteredPin == pin) {

# failedAttempts = 0;

# return true;

# }

# failedAttempts++;

# if (failedAttempts >= MAX\_FAILED\_ATTEMPTS) isLocked = true;

# return false;

# }

# public boolean unlockAccount(int correctPin) {

# if (correctPin == pin) {

# isLocked = false;

# failedAttempts = 0;

# return true;

# }

# return false;

# }

# public void deposit(double amount, int pin) {

# if (validatePin(pin) && !isLocked) balance += amount;

# }

# public void withdraw(double amount, int pin) {

# if (validatePin(pin) && !isLocked && balance >= amount) balance -= amount;

# }

# public void transfer(SecureBankAccount target, double amount, int pin) {

# if (validatePin(pin) && !isLocked && balance >= amount) {

# balance -= amount;

# target.balance += amount;

# }

# }

# public static void main(String[] args) {

# SecureBankAccount acc1 = new SecureBankAccount("A1", 1000);

# SecureBankAccount acc2 = new SecureBankAccount("A2", 500);

# acc1.setPin(0, 1234);

# acc1.deposit(500, 1234);

# acc1.withdraw(200, 1234);

# acc1.transfer(acc2, 300, 1234);

# System.out.println(acc1.getBalance());

# System.out.println(acc2.getBalance());

# }

# }

# 

# 🛠 PRACTICE PROBLEM 4: JavaBean Standards Implementation

## Creating professional JavaBean-compliant classes

import java.io.Serializable;

public class EmployeeBean implements Serializable {

// TODO: Create private fields following JavaBean conventions:

// - employeeId (String)

// - firstName (String)

// - lastName (String)

// - salary (double)

// - department (String)

// - hireDate (java.util.Date)

// - isActive (boolean)

// TODO: Create default no-argument constructor (JavaBean requirement)

// TODO: Create parameterized constructor for convenience

// TODO: Generate standard JavaBean getter methods:

// - getEmployeeId(), getFirstName(), getLastName(), etc.

// - Follow naming convention: get + PropertyName

// - For boolean: isActive() instead of getIsActive()

// TODO: Generate standard JavaBean setter methods:

// - setEmployeeId(String id), setFirstName(String name), etc.

// - Follow naming convention: set + PropertyName

// - Include validation where appropriate

// TODO: Create computed properties (getters without corresponding fields):

// - getFullName() - returns firstName + " " + lastName

// - getYearsOfService() - calculates years since hireDate

// - getFormattedSalary() - returns salary with currency formatting

// TODO: Create derived properties with validation:

// - setFullName(String fullName) - splits into firstName/lastName

// - setSalary(double salary) - validates positive amount

// TODO: Override toString() to display all properties

// TODO: Override equals() and hashCode() based on employeeId

public static void main(String[] args) {

// TODO: Create EmployeeBean using default constructor + setters

// TODO: Create EmployeeBean using parameterized constructor

// TODO: Demonstrate all getter methods

// TODO: Test computed properties

// TODO: Test validation in setter methods

// TODO: Show JavaBean in action with collections (sorting, searching)

// TODO: Create an array of EmployeeBeans and demonstrate:

// - Sorting by salary using computed properties

// - Filtering active employees

// - Bulk operations using JavaBean conventions

}

}

// TODO: Create a JavaBean utility class:

class JavaBeanProcessor {

// TODO: Create static method printAllProperties(EmployeeBean emp)

// - Uses reflection to find all getter methods

// - Calls each getter and prints property name and value

// - Demonstrates JavaBean introspection capabilities

// TODO: Create static method copyProperties(EmployeeBean source, EmployeeBean target)

// - Uses reflection to copy all properties from source to target

// - Demonstrates JavaBean framework integration potential

}

import java.io.Serializable;

import java.util.Date;

public class EmployeeBean implements Serializable {

private String employeeId, firstName, lastName, department;

private double salary;

private Date hireDate;

private boolean isActive;

public EmployeeBean() {}

public EmployeeBean(String employeeId, String firstName, String lastName, double salary, String department, Date hireDate, boolean isActive) {

this.employeeId = employeeId;

this.firstName = firstName;

this.lastName = lastName;

this.salary = salary;

this.department = department;

this.hireDate = hireDate;

this.isActive = isActive;

}

public String getEmployeeId() { return employeeId; }

public String getFirstName() { return firstName; }

public String getLastName() { return lastName; }

public double getSalary() { return salary; }

public String getDepartment() { return department; }

public Date getHireDate() { return hireDate; }

public boolean isActive() { return isActive; }

public void setEmployeeId(String employeeId) { this.employeeId = employeeId; }

public void setFirstName(String firstName) { this.firstName = firstName; }

public void setLastName(String lastName) { this.lastName = lastName; }

public void setSalary(double salary) { this.salary = salary; }

public void setDepartment(String department) { this.department = department; }

public void setHireDate(Date hireDate) { this.hireDate = hireDate; }

public void setActive(boolean active) { isActive = active; }

public String getFullName() { return firstName + " " + lastName; }

public String toString() {

return employeeId + " " + getFullName() + " " + department + " " + salary;

}

public static void main(String[] args) {

EmployeeBean emp = new EmployeeBean("E001", "John", "Doe", 50000, "IT", new Date(), true);

System.out.println(emp.getFullName());

System.out.println(emp.toString());

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeoAAAB6CAYAAABwfBDNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABGGSURBVHhe7d09aCvNfsfx33MTcpttnELcwpUIyI2bR/WmsbsIlOYQV7dbCBjM7dRdoadT9yA4EFCXSsFNBJvObqJaadwcN8uFuFJzIGx1n8t9UuxK2ved1ZtH9vcDhnPk0ezszHr/O7OzOz/87ne/+1Xn7Oon/flfu9L/jPV3//7fqV/9+vv/0J9/lP7m3/5Ff/st9atG/vqH/9Ivf7/Ub//4x+yvAODdcY4qdqgYcGhV7VVU5t9kE52db/+rHyT9+g+36c+vftIvPzrS/73u3UC/+fmfCisUAGzAOUqS/lF/+cNPif97+suPjvSnp71jwKFt28uszD+cfY9akuTpl5//WX/NfPpDQS8bAPBBxSOsm6D2p//Ub3+eptPYxqDMHyRQAwDwMZ3/0DcAAB8YgRoAAIsRqAEAsBiBGgAAi71roHZHM/n+RF72FwAAQHrvQA0AAKrt9niWO9Js0JWT/TyYq/dg/syaO5pp0F1p3nuQ+bd24Wni99XOfhwuNb4bapH9HAAAS+zWo14Mddfrqbf5GWsZZhPZJ1yO02VWVwN/ppGbTQkAgB12C9TGPE18X/7mpywoptPNEonc0Uz+bCS3Is1uFhrezRXIUfd+pG1uJmV2NZrVpQEAYH/HC9TeRL7fVyvRix0vpe7A1yQ1e6ytvt+X5nFPdx7I6d6nA5/T1cC/0fdxMs0gk88upnpchpLT0a1rWmZPE3+g7mqeSUOwBgAc3pECtavRTVsK5robbu8AL4ZftQyl9k2yBysF8542t7anLwrkqHObjnrB/E6brKYvCiS1Lg8VGR0NF2Zldkc3aivQPHEvPkrjqPtl7ysHAABSjhOo3Vt1HCn8nl2yZKGn11ByLnS1+SzQS+1MMpM0u1m8raJ/GJR5IVe3HUcKXjKT3xZ6W0lqXaYuQAAA2NdxAnVs9VY2n7qlg3WG9+RetlL/ryqzdKULR1K7n7g/Hf30c1PKAQDY31EDdbmVSuPhiV1dOJKC7McFVpK+6XsYP4aWmvUe//CoFwDgwA4UqKOe5mbYePGk11BqX2fv2ZYNHb8Td6SbtqTgxajMDHEDAE5tt0DtTVIzrqMJVqFen9b9yYWGz4HU7mfS3avrhFo+WhCmNy9tWU8MMyvz9HGp0OlqsP+UcwAAau32ZjJJ3iR5XzbUcpyYlb3mTeSnbt4GqbeQFb+ZLHqLWGs51t1wYZSmXvGbyVKzzddqyhxpkB8AAHvYOVADAIDj223oGwAAnASBGgAAixGoAQCwGIEaAACLEagBALAYgRoAAIsRqAEAsBiBGgAAixGoG3JHM/n+RLxAFABwCgRqAAAsttsrRHPvw95Kv+86+07soneCm6RJLqJR8vs6m+9nBHP1Grygu/jd48eQrZdYuNT4nZbTjPY9V4PSut1VflxEGrRd6TGWffd6tp6KtnHKNCYOlQ+Az2CvQF25CMU6MCYCYbSQR+KkZJJGrkazgbpaav7aUb+rA53U4nxXdgfq9MIjcZmd9z6xm9SdSZoK3kR+v1W9nybHzynTmDhUPgA+jaMNfXtfunLCpcaJk/T0Yaxl6Kj7JbrDa5RmMlDndaze3VDxatdH5mni+/I3PzONChefTqebJRK5o5n82UhuRZrdLDS8myuQo+79KLEmtkmZXY1mdWnOi9Hxc8I0Jg6VD4DP40iB2tN1Wwpfn9JDtN4XdR1J7WujNJ6k6UPPcCnLA/Am8uNebK/XU6/X03gpdQd+ao1qqa2+35fmUZrePJDTvU8HPqergX+j7+NkmkEmn11M9bgMJaejW9e0zJ4mfty7TaU552Bdf/ycMo1Zsx4qHwCfyXECtXuplqTV2/Z05I5m8vvSfB5IahmluTxpEHE1umlLwTx1YbAYftUylNo3yR5s5l789EWBHHVu0wUO5omhzOmLAkmtg+2Uo+HCrMzu6EZtBZonenFRGtt7cY66g+QoQGK2vcHxc8o0Rs16qHwAfCp7Bep2P3kSLRtOjYZcBxfP6pXe1zVJc2TurTqOFH7PDrAv9PQaSs6FrjafBXqpLaRJmt0s3lbRPwzKvJCr244jBS+Zel3obSWpdZm6ALHG9GHT+49+xlqGbfWPeowdKo2JQ+UD4KPbK1AH66HfzU92Mkw05Np5HVdMKDJJczrJ3k6aPb0d97KV+n9VmaUrXTiS2v3MRZWvwknV1lpo+HWpMDdyYXL8nDKNiUPlA+Az2CtQl1q8aSWp3Y/u4yaHZaMgszJKUxp/3oU95bm6cCQF2Y8LrCR90/cwfgwtdVEV/7zTo147iY8Z5+LK6Pg5ZRqjY+NQ+QD4VI4TqDXVSxA98/uY6jBsh2FN0hy3rxH1NDfDxosnvYZS+zp7z/ZU5THkjnTTVlSHBmW2foi7Ce9a0a5PjY6fU6ZJfzzSLHtPXWqeDwAcL1BL08elQqer+8QNRW8yUNfZTmoySXMw3iQ14zqaYBXq9WndhVlo+BxI7X4m3X303HL6zPo+Ni9tWdePWZnX9TzYf8r5+3FHmvWjiXPrQ8Pk+DllmjX3thO/WKet7DVUk3wAQPu+8KRIajZ07m1g2bdK1aepehtW07d0RS+WWP+v5AUTuX0rKk/2hSfpl5OYpKmXfXtVpPAlMzVljjTIr0RVW+Tz2e+FJ0Xbym+j/vg5eRplLqgqf79Wkg4Adg7UAADgJI429A0AAPZHoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGKfJ1B7k5JlOM/cOe6XbWX+AOXxJtGKaLMmXzqkHcpsm3evQ6DE5wnU0xcFuSUSP4Bz3K9zLLMUv4b1BCfyc6yfg5b5RPUMnImdAvX6yjP9U3A1vVlFqCKNIXc0y2wvuzJRnakel6Gczm3JKlLlJwdv4sufjUq+997q9ivBm1S3Q2V7NaifynxkUOZoW7ljzNo2OLS6+smbPkTLlpq9R/4YmpfZNu9fh0CxnQK1FC+IkVjXeB446g4SJ3JvIn/QlZbjxPrHX6X7pgHW1WjmK8oquZbyi64brga1eHpV6HT1pdnXrGe6X951WwqWWoYFPZ9DtZdhPiZlDlN5jLVUV4Nc0P+YTOrHNudYZruUXwzjc9tpUQ5v4qvfyq5cFa+W5ATq9R6jfyubprloFSUVr3SVE68QVbGqljfx1VfRik7lq1vl9ze7ElXRSlzr+ihJ403k91taju/09iW5qld2JSWTbVXt11qUj+Y9PV7ONOi8JvYnLmtle9XXT+/uySCfrfIyl22rqH1r6jn5vc3/y9ti/dl29a5A42Urt5JXUpgqZ/W23NG67t/0JZEunUekvH6KVxdT0QpjuZW6EuWJf6eCbef+7qrySagqc6S8fsr2aS1dR9XtblLPZdt7zzrclCmoqkN8Nrv3qHMWeltlPnIudJX5qBlXtx1HCl+1WTa6incd/UE6HWU7jGvTl0Bq3+zRK4tPNME80dt71sV9cljW08SPl3iM04yXUneQ7Q1GoxB9rdONtQzb6m+GeE22FandL+9abQV6ma57PgV1tHd7xQzzqS1zTjS8um1fk3o2r8O19cky6tE/aDG8i783VxCf7Ld5JYZKvYn8+AIjXR4/tV64nK4G8UVTr9dTbx7I6Q7SaWrqZ1um+Ge8VJhNJE+Te+lrIl008hXXz+JJr6EKhqvjv7vgOQ4iNfkkVJW5ri2M69mo3evr2cY6XAzv1JtHa8x/nls9qHPAQO3qsiUp/C5XCw2fA0lt9X1ffvYMZMq9VRSnn2p7Z9J6QouqA/u+k17cS7UkBS/Jq92pHhI9SHd0o7YCzRNXxIvhVy1DR93MuGC4HCeunBd6eg23gc5gW9uPq/crGvZ+iXrqiye9poa/D9Nejdu9pszlHF1cGdZzkzpUFGzXQTrbQ6rmanTTloJ56ntReaT2Tfqkm+q1TR+jNNe5SL1j/azl93P6uFS4yXN9vGUu2uK/u22d1eWT/EVFmZu2RQmjdo8Z1XOlfPmOX4cP0UWD09Wg8VwcfEQHC9TeZKCuE2r5NT4Ypw9xD1HR1eFOE8Camuqh11Ov8g8/nvTS/bJbWRZvWklq9zO9pI31lXQcFDfiEYfWZeqEvXpLlzS6yo+Hvmu3lVS1X56iOL29IHhbZXoBh2qvRvlUlbnYIh62eZga1nOTOrydyO+3dwjSiYvK798yv8hcfElSPLKRTFN0bOxSP7Xi+tj8d/icC6zubUdOrowZmXy2KsrcpC1KGba71KCeGzp6HUpaDHXXmytQW/1PMi8D5XYP1E5Xg8SM3H5rqXEve89qoeHddthp3dPa/Y/0MBZPrwrVVqML642pHuJA1O4XzWq+0oWTDFKJOtremDNUt6200v3yrtVWqGQMmb4EUm7iz6Hayzyf0jKXcC9b8b9M69m0Dh11u9EXsxdPTZR/t6XL3DbrNa2frPzTEsn7w5I01UuQvGiLAmG4fEwFwvp8tsrLbNoWVUzb/XDq9/3wdZiWHynA57J7oM7M+q7uxa57WtG9p+wwYKn4ijN//2dPi6Geg6ZDYEmJQDSOhq+295q+6XuoaDJIsn5M6ymnalvZpMX75V23N/fDNyeJ+KyWTbuRaa+d1bV7SZnLXF1EE7ya1bNJHYZajnuKbg8WX1TsZ6XSGF6lYf0kre+1B+t7tL3epi2Soou2eOjWvVXHCfWauHdkms9GZZlN2qJKk3bfn+m+H7wO3ZFmfj8a4u/1mFj2ye0eqE8iulLN3f8p5UXP3xpMwiib9OJcZKdBxffeV2/FJ4DFUHfxCSf66oGG14rktpWX369o2Ds7MafXi4KS2tf5IcoKjevHQL7MJdyRbtqSgpfd67mmDqcP6x5fUfCIgkS+DrSZVJQPTmVDtUlxG5XMxTCun5T1RMylHss3HJk+bh7Zc287clJzPBrkk2BU5tK2qKjnXdtdqq3nvAb7fsg6jB9xdMKlxqknQPBZHSlQe5oUBMtoEogUPJtf9U4f5goKr7o9TbLdHoNZ3xuJP6z4g2hGcebk4o7uo3vv678wb5J7zjG6H7UdWp4+xhNBsuVrymBbOdn9ioe9k1f3a9OXaFh6atBeZvVTn0++FAVlLrJ5tGU7icionhvX4ULDu/Uxl723HgeJwgAUT6Rr91O98dzxU8CbRD2n57L74ib1kxOXNfm3sOmlZUX30Z3OF33pOJl2apJPQlGZjduiqp4N271AbT3nNNn3w9ShO5pFo13B/OCjAzhfB3yOOiP3zKCUf0bYnDfJ3oMqyqvoOdty0XDUKpVP/tnK/HZM0mzKkvosMQvViyYu5Z7ZzDDbVlpyv1TZVonHZR4vjdqrtjw7tnu6LWrqLqU+bW2ZC56j3u5H9lnX7PO7med743bdSm8rX5b4NlJh+2wVHaspcXlXqTrKljXQvPei66Jn1JMXQrltNMgnoajM+f0v2p4Ktpl9jrq63fPbMajnd6/DaJ9y+eLT2ylQfxiFf5gfwDnu1zmWeQdFwctIXf3U/f49vGOZdqrndywvUOVIQ99nYj3ppWiS0zk7x/06xzKfUk39FA8hv7OaMtvGyjoEPn2PGjixnXp6Oa5Gk1s9PayHcRO3MOgKSkb1TB3ifHzuHjVwlhYaPkr3yedxCTANUYc4H/SoAQCwGD1qAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGIEagAALEagBgDAYgRqAAAsRqAGAMBiBGoAACxGoAYAwGL/D8742bV8pg61AAAAAElFTkSuQmCC)

# 🛠 PRACTICE PROBLEM 5: Read-Only and Write-Only Properties

## Implementing controlled property access patterns

import java.time.LocalDateTime; import java.util.UUID;

public class SmartDevice {

// TODO: Create fields for different property types:

// Read-only properties:

// - deviceId (String) - set once during construction

// - manufacturingDate (LocalDateTime) - set once during construction

// - serialNumber (String) - generated automatically

// Write-only properties:

// - encryptionKey (String) - can be set but never retrieved

// - adminPassword (String) - can be changed but never read

// Read-write properties:

// - deviceName (String) - normal getter/setter

// - isEnabled (boolean) - normal getter/setter

// Computed read-only properties:

// - uptime (long) - calculated from startup time

// - deviceAge (int) - calculated from manufacturing date

// TODO: Private fields for internal state:

// - startupTime (LocalDateTime)

// - hashedEncryptionKey (int) - stores hash, not actual key

// - hashedAdminPassword (int) - stores hash, not actual password

// TODO: Create constructor that:

// - Sets read-only properties (deviceId, manufacturingDate, serialNumber)

// - Records startup time

// - Requires initial deviceName

// TODO: Implement Read-Only Property Methods:

// - getDeviceId() - returns device ID

// - getManufacturingDate() - returns manufacturing date

// - getSerialNumber() - returns serial number

// - getUptime() - calculates time since startup

// - getDeviceAge() - calculates age from manufacturing date

// - NO setter methods for these properties

// TODO: Implement Write-Only Property Methods:

// - setEncryptionKey(String key) - stores hash, validates strength

// - setAdminPassword(String password) - stores hash, validates complexity

// - NO getter methods for these properties

// - validateEncryptionKey(String key) - returns boolean without exposing key

// - validateAdminPassword(String password) - returns boolean without exposing password

// TODO: Implement Read-Write Property Methods:

// - getDeviceName() / setDeviceName(String name)

// - isEnabled() / setEnabled(boolean enabled)

// TODO: Create utility methods:

// - getPropertyInfo() - returns map of property types and access levels

// - resetDevice() - clears write-only properties, keeps read-only intact

public static void main(String[] args) {

// TODO: Create SmartDevice object

// TODO: Demonstrate read-only properties:

// - Show that values are set during construction

// - Attempt to find setter methods (should not exist)

// - Display computed read-only properties

// TODO: Demonstrate write-only properties:

// - Set encryption key and admin password

// - Attempt to retrieve them directly (should not be possible)

// - Use validation methods to verify they're set correctly

// TODO: Demonstrate read-write properties:

// - Normal getter/setter operations

// - Show they can be both read and modified

// TODO: Create multiple devices and show property independence

// TODO: Test property access patterns with different scenarios

}

}

# 🛠 PRACTICE PROBLEM 6: Immutable Objects - The Unbreakable Design

## Creating completely immutable objects with defensive programming

import java.util.\*;

import java.time.LocalDate;

// TODO: Make this class immutable by following all immutability rules

public final class ImmutableStudent {

// TODO: Declare ALL fields as private and final:

// - studentId (String)

// - name (String)

// - birthDate (LocalDate)

// - courses (List<String>) - mutable collection that needs defensive copying

// - grades (Map<String, Double>) - mutable collection that needs defensive copying

// - graduationDate (LocalDate) - can be null initially

// TODO: Create constructor that:

// - Takes all parameters including collections

// - Makes defensive copies of all mutable parameters

// - Validates all inputs (non-null, non-empty where appropriate)

// - Initializes all final fields

// TODO: Create getter methods that:

// - Return primitive/immutable values directly

// - Return defensive copies of mutable objects

// - NEVER expose internal mutable state

// - getStudentId() - returns String directly

// - getName() - returns String directly

// - getBirthDate() - returns LocalDate directly (immutable)

// - getCourses() - returns new ArrayList copy

// - getGrades() - returns new HashMap copy

// - getGraduationDate() - returns LocalDate (can be null)

// TODO: Create computed property methods:

// - getAge() - calculates from birth date

// - getGPA() - calculates from grades map

// - getTotalCourses() - returns course count

// - isGraduated() - returns true if graduation date is set

// TODO: Create "modification" methods that return NEW instances:

// - withGraduationDate(LocalDate date) - returns new ImmutableStudent with graduation date set

// - withAdditionalCourse(String course) - returns new ImmutableStudent with course added

// - withGrade(String course, double grade) - returns new ImmutableStudent with grade added/updated

// - withName(String newName) - returns new ImmutableStudent with updated name

// TODO: Override Object methods properly:

// - equals(Object obj) - based on all fields including collections

// - hashCode() - consistent with equals, stable across calls

// - toString() - includes all relevant information

// TODO: Create builder pattern for complex construction:

public static class Builder {

// TODO: Create private mutable fields for building

// TODO: Create fluent setter methods that return Builder

// TODO: Create build() method that returns ImmutableStudent

// TODO: Include validation in build() method

}

// TODO: Create factory methods:

// - createBasicStudent(String id, String name, LocalDate birthDate)

// - createGraduatedStudent(String id, String name, LocalDate birthDate, LocalDate graduationDate)

public static void main(String[] args) {

// TODO: Test immutability extensively:

// 1. Create ImmutableStudent with collections

List<String> courses = new ArrayList<>(Arrays.asList("Math", "Science")); Map<String, Double> grades = new HashMap<>();

grades.put("Math", 95.0);

grades.put("Science", 87.0);

// TODO: Create student and verify original collections can be modified without affecting student

// 2. Test that returned collections are defensive copies:

// TODO: Get courses/grades from student and modify them

// TODO: Verify original student is unchanged

// 3. Test "modification" methods:

// TODO: Use withXXX methods to create new instances

// TODO: Verify original student is unchanged

// TODO: Verify new instances have expected changes

// 4. Test Builder pattern:

// TODO: Create complex student using builder

// TODO: Show fluent interface in action

// 5. Test in collections:

// TODO: Use ImmutableStudent as HashMap key

// TODO: Add to HashSet and verify no duplicates

// TODO: Sort collection of students

// 6. Test thread safety:

// TODO: Access same ImmutableStudent from multiple threads

// TODO: Show no synchronization needed

// TODO: Compare with mutable equivalent and show benefits:

// - Thread safety

// - Reliable hashing

// - No defensive copying needed when sharing

// - Simplified reasoning about state

}

}

import java.time.LocalDate;

import java.util.\*;

public final class ImmutableStudent {

private final String studentId;

private final String name;

private final LocalDate birthDate;

private final List<String> courses;

private final Map<String, Double> grades;

private final LocalDate graduationDate;

public ImmutableStudent(String studentId, String name, LocalDate birthDate, List<String> courses, Map<String, Double> grades, LocalDate graduationDate) {

this.studentId = studentId;

this.name = name;

this.birthDate = birthDate;

this.courses = new ArrayList<>(courses);

this.grades = new HashMap<>(grades);

this.graduationDate = graduationDate;

}

public String getStudentId() { return studentId; }

public String getName() { return name; }

public LocalDate getBirthDate() { return birthDate; }

public List<String> getCourses() { return new ArrayList<>(courses); }

public Map<String, Double> getGrades() { return new HashMap<>(grades); }

public LocalDate getGraduationDate() { return graduationDate; }

public int getAge() { return LocalDate.now().getYear() - birthDate.getYear(); }

public double getGPA() { return grades.values().stream().mapToDouble(Double::doubleValue).average().orElse(0); }

public int getTotalCourses() { return courses.size(); }

public boolean isGraduated() { return graduationDate != null; }

public ImmutableStudent withAdditionalCourse(String course) {

List<String> newCourses = new ArrayList<>(courses);

newCourses.add(course);

return new ImmutableStudent(studentId, name, birthDate, newCourses, grades, graduationDate);

}

public static void main(String[] args) {

List<String> courses = Arrays.asList("Math", "Science");

Map<String, Double> grades = new HashMap<>();

grades.put("Math", 90.0);

grades.put("Science", 85.0);

ImmutableStudent student = new ImmutableStudent("S1", "Alice", LocalDate.of(2000, 1, 1), courses, grades, null);

System.out.println(student.getAge());

System.out.println(student.getGPA());

}

}
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# 🛠 PRACTICE PROBLEM 7: Final Fields and Advanced Encapsulation

## Mastering final keyword and creating bulletproof encapsulation

import java.util.\*;

import java.time.LocalDateTime;

public class SecureConfiguration {

// TODO: Create different types of final fields:

// Compile-time constants (static final):

// - APPLICATION\_NAME (String)

// - VERSION (String)

// - MAX\_CONNECTIONS (int)

// - DEFAULT\_TIMEOUT (long)

// Instance constants (final, set in constructor):

// - configId (String) - unique identifier

// - creationTime (LocalDateTime) - when config was created

// - allowedOperations (Set<String>) - operations this config permits

// Final references to mutable objects (deep encapsulation needed):

// - serverSettings (Map<String, String>) - final reference, mutable contents

// - userPermissions (List<String>) - final reference, mutable contents

// - securityRules (Properties) - final reference, mutable contents

// TODO: Create private final fields that require complex initialization:

// - encryptedData (byte[]) - set through encryption process

// - checksum (long) - calculated from all other fields

// TODO: Create constructor that:

// - Initializes ALL final fields

// - Performs complex initialization (encryption, checksum calculation)

// - Takes mutable collections and makes defensive copies

// - Validates all inputs thoroughly

// TODO: Create initialization helper methods (private):

// - initializeServerSettings(Map<String, String> settings) - validates and copies

// - calculateChecksum() - computes checksum from all data

// - encryptSensitiveData(String data) - encrypts and returns byte array

// TODO: Create getter methods with different encapsulation strategies:

// Simple getters for immutable final fields:

// - getConfigId(), getCreationTime(), getApplicationName(), etc.

// Defensive copying getters for mutable final references:

// - getServerSettings() - returns new HashMap copy

// - getUserPermissions() - returns new ArrayList copy

// - getSecurityRules() - returns new Properties copy

// - getAllowedOperations() - returns new HashSet copy

// Computed getters:

// - isValid() - verifies checksum matches current state

// - getConfigAge() - calculates time since creation

// - hasPermission(String permission) - checks user permissions

// - getSettingValue(String key, String defaultValue) - safe settings access

// TODO: Create controlled modification methods:

// - addUserPermission(String permission) - adds if not exists, recalculates checksum

// - removeUserPermission(String permission) - removes if exists, recalculates checksum

// - updateServerSetting(String key, String value) - updates setting, recalculates checksum

// - addSecurityRule(String rule, String value) - adds rule, recalculates checksum

// TODO: Create validation methods:

// - validateIntegrity() - checks if object state is consistent

// - validatePermission(String operation) - checks if operation is allowed

// - validateChecksum() - verifies data hasn't been corrupted

// TODO: Create snapshot methods:

// - createSnapshot() - returns new SecureConfiguration with same values

// - exportSettings() - returns read-only map of all settings

public static void main(String[] args) {

// TODO: Test final field initialization:

*// 1. Create SecureConfiguration with various data* Map<String, String> settings = new HashMap<>(); settings.put("host", "localhost"); settings.put("port", "8080");

List<String> permissions = Arrays.asList("READ", "WRITE", "DELETE"); Set<String> operations = new HashSet<>(Arrays.asList("backup", "restore"));

// TODO: Create configuration and verify final fields are set

// 2. Test immutability of final references:

// TODO: Modify original collections and verify config is unchanged

// 3. Test defensive copying:

// TODO: Get collections from config, modify them, verify config unchanged

// 4. Test controlled modifications:

// TODO: Use modification methods and verify checksum updates

// TODO: Verify integrity after each modification

// 5. Test validation:

// TODO: Attempt invalid operations and verify proper handling

// TODO: Test checksum validation with corrupted data

// 6. Test final field advantages:

// TODO: Show compile-time errors when trying to reassign final fields

// TODO: Demonstrate thread safety of final fields

// TODO: Use configuration as key in HashMap (stable hash code)

// TODO: Create a ConfigurationManager class that:

// - Stores multiple SecureConfiguration objects

// - Shows how final fields enable safe sharing

// - Demonstrates that final references prevent reassignment but allow mutation

}

// TODO: Create static factory methods with different initialization strategies:

// - createDefaultConfig() - uses default values for all final fields

// - createFromProperties(Properties props) - initializes from properties file

// - createSecureConfig(String[] sensitiveData) - includes encryption

}

import java.time.LocalDateTime;

import java.util.\*;

public class SecureConfiguration {

public static final String APPLICATION\_NAME = "SecureApp";

public static final String VERSION = "1.0";

public static final int MAX\_CONNECTIONS = 10;

public static final long DEFAULT\_TIMEOUT = 3000L;

private final String configId;

private final LocalDateTime creationTime;

private final Set<String> allowedOperations;

private final Map<String, String> serverSettings;

public SecureConfiguration(String configId, Set<String> allowedOperations, Map<String, String> serverSettings) {

this.configId = configId;

this.creationTime = LocalDateTime.now();

this.allowedOperations = new HashSet<>(allowedOperations);

this.serverSettings = new HashMap<>(serverSettings);

}

public String getConfigId() { return configId; }

public LocalDateTime getCreationTime() { return creationTime; }

public Set<String> getAllowedOperations() { return new HashSet<>(allowedOperations); }

public Map<String, String> getServerSettings() { return new HashMap<>(serverSettings); }

public static void main(String[] args) {

Set<String> ops = new HashSet<>(Arrays.asList("read", "write"));

Map<String, String> settings = new HashMap<>();

settings.put("host", "localhost");

settings.put("port", "8080");

SecureConfiguration config = new SecureConfiguration("CFG1", ops, settings);

System.out.println(config.getConfigId());

System.out.println(config.getAllowedOperations());

}

}
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## Key Learning Objectives for Each Problem:

1. **Problem 1-2**: Understanding access modifier behavior within and across packages
2. **Problem 3**: Implementing proper data hiding with private fields and controlled public access
3. **Problem 4**: Creating JavaBean-compliant classes with standard getter/setter patterns
4. **Problem 5**: Implementing read-only and write-only properties for enhanced security
5. **Problem 6**: Building completely immutable objects with defensive copying
6. **Problem 7**: Using final fields effectively for compile-time and runtime immutability

Each problem builds upon the previous concepts while introducing more sophisticated encapsulation techniques and design patterns.